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UML State-Machines: What do we have to cover?

1-20 - Shiersyn

17 - 20150

S s s

Contents & Goals

Last Lecture:
« State Machines and OCL
 Rhapsody Demo I

This Lecture:

o Educational Objectives: Capabilities for following tasks/questions.

ject this event?

* What does this State Machine mean? What happens

 Can you please model the following behaviour.

* What does this hierarchical State Machine mean? What may happen if |
inject this event?

o What is: AND-State, OR-State, pseudo-state, entry/exit/do, final state, ..

« Content:

o Hierarchical State Machines Syntax

o Initial and Final State

» Composite State Semantics

* The Rest 2z

The Full Story

UML distinguishes the following kinds of states:

example example
pseudo-state
initial

(shallow) history

simple state

&5 deep history

final state fork /join

composite state R }
Jjunction, choice

OR
entry point
exit point
7 AND terminate

submachine state

Hierarchical State Machines
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Representing All Kinds of States
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Representing All Kinds of States

o Until now:

(S.s0,—), so€S,— CSx(EU{}) x Expry x Acty x S

o From now on: (hierarchical) state machines

11.1 (S, kind, region, —, ., annot)
o
S:mﬂm s..«

© S D {top} is a finite set of states

is a function which labels states with their kind,

O ehs of ek of shhs
wﬁ of :ma;_o:m\x edys) — st s

an incidence function, and

£ e amnot: (5) - (EU{D) x Bapry x Acty

provides an annotation for each transition

(as before),

kind : S — {st, init, fin, shist, dhist, fork, join, junc, choi, ent, exi, term}

(new)

region : S — 22" is a function which characterises the regions of a state,

(new)
(changed)
(new)

(new)

Well-Formedness: Regions (follows from diagram)

simple state s st 0

final state s fin 0
composite state s st {S1,....5.}n>1
pseudo-state s | init, ... 0

implicit top state top st {S1}

© Each state (except for top) lies in exactly one region,

o States s € S with kind(s) = st may comprise regions.

« No region: simple state.
© One region: OR-state. QJ‘&* shi

* Two or more regions: ~ AND-state.
o Final and pseudo states don’t comprise regions.

o The region function induces a child function.

es kind region C 25,5; C 8

child C S
0
0
S1U---uUS,
0
S1
—_—

“(5.)

=155, 510
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From UML to Hierarchical StM: By Example

(S, kind, region, —, ¥, annot) i

example €S kind region
mple state s s B
, iy pusled sciibin) [?»
final state @ wm P fin 4
composite state
OR s L3 %,m: nrhwwm
2
region
AND . o MT.‘ 83 $s1,s3
£s,5¢ m
submachine state (later)
pseudo-state o ®. § |wt, b, Vs
—_—

(s.kind(s)) for short
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From UML to Hierarchical StM: By Example
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... translates to (S, kind, region, —, ), annot) =
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Well-Formedness: Initial State (requir. on diagram)

« Each non-empty region has exactly one initial pseudo-state and at least one
transition from there, i.e.

for each s € S with region(s) = {S1,...,Su}, n > 1, for each 1 <i <n,

there exists exactly one initial pseudo-state (s}, init) € S; and

at least one transition t €— with s as source,

and such transition's target s is in S;, and
(for simplicity!) kind(s3) = st, and
annot(t) = (., true, act).

* No _:mom:w transitions to initial states.

® Recall: DON'T! DON'T!
;nl.ﬁ&ﬂ\pnu -
o




Plan ol | campke

pseudo-state
initial

le state (shallow) history

deep history

final state fork/join

osite state
junction, choice

entry point

exit point

terminate

o Entry/do/exit actions, internal transitions.
o Initial pseudostate, final state.

o Composite states.

o History and other pseudostates, the rest.
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Internal Transitions

s1
entry
U:wa\\m“m: -
o/ act§ entry
. exit entry/acts
E, /o' exit/act$ dojactg®

By/actp,

exit/act§ ™

En/actp,

o For internal transitions, taking the one for E}, for instance,
still amounts to taking only tacty, -
o Intuition: The state is neither left nor entered, so: no exit, no entry.

~~ adjust (2.) accordingly.
« Note: internal transitions also start a run-to-completion step.

« Note: the standard seems not to clarify whether internal transitions have
priority over regular transitions with the same trigger at the same state.

. Some code generators assume that

Entry/Do/Exit Actions, Internal Transitions

Alternative View: ...as Abbreviations

trolgdol/ actoentryTact?™
exit] act$t
Ey/actp,

trilgd,)/acty 52
entry/actS™™

tralgds]/ acts| exit/actgit

© ... as abbrevation for

#
acd 2 kit

15/37

Entry/Do/Exit Actions

entry/acts™ — % )
o In general, with each state dofact{® . trlgdl/act ontrTaci™
X it/ acte
s € S there is associated exit/ act do/ actge
Eafact, exit/actgt
© an entry, a do, and an exit - 2
E,/actp,

action (default: skip)

o a possibly empty set of
trigger/action pairs called internal transitions, (default: empty).
Note: Ey,..., E, € &, ‘entry’, 'do’

, ‘exit" are reserved names!

each action’s supposed to have a transformer. Here: #, eny, ,yguit, .

o Recal
i

e Ta

g the transition above then amounts to applying

t

2 0 tact © Ly

actS)

instead of only
tact

~+ adjust (2.), (3.) accordingly. 13/37

Alternative View: ... as Abbreviations

5
antryact |trlod)/acty

i exit
exit/ act§

tro[gdy]/acto 52

entry/acts™™

9da]/ acts| exit/acts

o That is: Entry/Internal /Exit don't add expressive power to Core State Machines.
If internal actions should have priority, s; can be embedded into an OR-state (later)

* Abbreviation view may avoid confusion in context of hierarchical states (later). .




Do Actions (&

entry/actS™

do/act{®
exit/ act?t
Ey/actp,

\En/actg,

»
trlgd)/ ot gty acts®

2

do/act$®
exit/act§

Intuition: after entering a state, start its do-action.

If the do-action terminates,

© then the state is considered completed (— later)

otherwise,

Recall the overall UML State Machine philosophy:

either

“An object

the state is left before termination, the do-action is stopped.

le or doing a run-to-completion step.

» Now, what is it exactly while the do action is executing...?
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